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\section*{Self-Reference}
```

Returning a Function Using Its Own Name
l def print_sums(n):

```
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\footnotetext{
"if"
}
suite

\section*{Execution Rule for Conditional Statements:}

Each clause is considered in order.
1. Evaluate the header's expression (if present).
2. If it is a true value (or an else header), execute the suite \& skip the remaining clauses.

\section*{If Statements and Call Expressions}

Let's try to write a function that does the same thing as an if statement.


\section*{Execution Rule for Conditional Statements:}

Each clause is considered in order.
1. Evaluate the header's expression (if present).
2. If it is a true value (or an else header), execute the suite \& skip the remaining clauses.

\section*{If Statements and Call Expressions}

Let's try to write a function that does the same thing as an if statement.


This function doesn't exist
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\[
\begin{gathered}
\text { def if_( } c, t, f): \\
\text { if } \\
t
\end{gathered}
\]
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A conditional expression has the form
```

<consequent> if <predicate> else <alternative>

```

\section*{Evaluation rule:}
1. Evaluate the <predicate> expression.
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```

>>> x = 0
>>> abs(1/x if x != 0 else 0)
0

```
```

